**Hands on 1**

**Spring Data JPA - Quick Example**

Software Pre-requisites

• MySQL Server 8.0

• MySQL Workbench 8

• Eclipse IDE for Enterprise Java Developers 2019-03 R

• Maven 3.6.2

Create a Eclipse Project using Spring Initializr

• Go to https://start.spring.io/

• Change Group as “com.cognizant”

• Change Artifact Id as “orm-learn”

• In Options > Description enter "Demo project for Spring Data JPA and Hibernate"

• Click on menu and select "Spring Boot DevTools", "Spring Data JPA" and "MySQL Driver"

• Click Generate and download the project as zip

• Extract the zip in root folder to Eclipse Workspace

• Import the project in Eclipse "File > Import > Maven > Existing Maven Projects > Click Browse and select extracted folder > Finish"

• Create a new schema "ormlearn" in MySQL database. Execute the following commands to open MySQL client and create schema.

> mysql -u root -p

mysql> create schema ormlearn;

• In orm-learn Eclipse project, open src/main/resources/application.properties and include the below database and log configuration.

# Spring Framework and application log

logging.level.org.springframework=info

logging.level.com.cognizant=debug

# Hibernate logs for displaying executed SQL, input and output

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

# Log pattern

logging.pattern.console=%d{dd-MM-yy} %d{HH:mm:ss.SSS} %-20.20thread %5p %-25.25logger{25} %25M %4L %m%n

# Database configuration

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

# Hibernate configuration

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect

• Build the project using ‘mvn clean package -Dhttp.proxyHost=proxy.cognizant.com -Dhttp.proxyPort=6050 -Dhttps.proxyHost=proxy.cognizant.com -Dhttps.proxyPort=6050 -Dhttp.proxyUser=123456’ command in command line

• Include logs for verifying if main() method is called.

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

public static void main(String[] args) {

SpringApplication.run(OrmLearnApplication.class, args);

LOGGER.info("Inside main");

}

• Execute the OrmLearnApplication and check in log if main method is called.

SME to walk through the following aspects related to the project created:

1. src/main/java - Folder with application code

2. src/main/resources - Folder for application configuration

3. src/test/java - Folder with code for testing the application

4. OrmLearnApplication.java - Walkthrough the main() method.

5. Purpose of @SpringBootApplication annotation

6. pom.xml

1. Walkthrough all the configuration defined in XML file

2. Open 'Dependency Hierarchy' and show the dependency tree.

Country table creation

• Create a new table country with columns for code and name. For sample, let us insert one country with values 'IN' and 'India' in this table.

create table country(co\_code varchar(2) primary key, co\_name varchar(50));

• Insert couple of records into the table

insert into country values ('IN', 'India');

insert into country values ('US', 'United States of America');

Persistence Class - com.cognizant.orm-learn.model.Country

• Open Eclipse with orm-learn project

• Create new package com.cognizant.orm-learn.model

• Create Country.java, then generate getters, setters and toString() methods.

• Include @Entity and @Table at class level

• Include @Column annotations in each getter method specifying the column name.

import javax.persistence.Column;

import javax.persistence.Entity;

import javax.persistence.Id;

import javax.persistence.Table;

@Entity

@Table(name="country")

public class Country {

@Id

@Column(name="code")

private String code;

@Column(name="name")

private String name;

// getters and setters

// toString()

}

Notes:

• @Entity is an indicator to Spring Data JPA that it is an entity class for the application

• @Table helps in defining the mapping database table

• @Id helps is defining the primary key

• @Column helps in defining the mapping table column

Repository Class - com.cognizant.orm-learn.CountryRepository

• Create new package com.cognizant.orm-learn.repository

• Create new interface named CountryRepository that extends JpaRepository<Country, String>

• Define @Repository annotation at class level

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.cognizant.ormlearn.model.Country;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

Service Class - com.cognizant.orm-learn.service.CountryService

• Create new package com.cognizant.orm-learn.service

• Create new class CountryService

• Include @Service annotation at class level

• Autowire CountryRepository in CountryService

• Include new method getAllCountries() method that returns a list of countries.

• Include @Transactional annotation for this method

• In getAllCountries() method invoke countryRepository.findAll() method and return the result

Testing in OrmLearnApplication.java

• Include a static reference to CountryService in OrmLearnApplication class

private static CountryService countryService;

• Define a test method to get all countries from service.

private static void testGetAllCountries() {

LOGGER.info("Start");

List<Country> countries = countryService.getAllCountries();

LOGGER.debug("countries={}", countries);

LOGGER.info("End");

}

• Modify SpringApplication.run() invocation to set the application context and the CountryService reference from the application context.

ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

countryService = context.getBean(CountryService.class);

testGetAllCountries();

• Execute main method to check if data from ormlearn database is retrieved. ...buddy tell me step by step what i need to do.

**Coding :**

// Project created via Spring Initializr with Spring Data JPA, DevTools, MySQL Driver

// application.properties (for logging and DB connection)

logging.level.org.springframework=info

logging.level.com.cognizant=debug

logging.level.org.hibernate.SQL=trace

logging.level.org.hibernate.type.descriptor.sql=trace

logging.pattern.console=%d{dd-MM-yy} %d{HH:mm:ss.SSS} %-20.20thread %5p %-25.25logger{25} %25M %4L %m%n

spring.datasource.driver-class-name=com.mysql.cj.jdbc.Driver

spring.datasource.url=jdbc:mysql://localhost:3306/ormlearn

spring.datasource.username=root

spring.datasource.password=root

spring.jpa.hibernate.ddl-auto=validate

spring.jpa.properties.hibernate.dialect=org.hibernate.dialect.MySQL5Dialect

// SQL schema and data setup

CREATE DATABASE ormlearn;

USE ormlearn;

CREATE TABLE country (co\_code VARCHAR(2) PRIMARY KEY, co\_name VARCHAR(50));

INSERT INTO country VALUES ('IN', 'India');

INSERT INTO country VALUES ('US', 'United States of America');

// Country model class

package com.cognizant.ormlearn.model;

import javax.persistence.\*;

@Entity

@Table(name = "country")

public class Country {

@Id

@Column(name = "co\_code")

private String code;

@Column(name = "co\_name")

private String name;

public String getCode() { return code; }

public void setCode(String code) { this.code = code; }

public String getName() { return name; }

public void setName(String name) { this.name = name; }

@Override

public String toString() {

return "Country [code=" + code + ", name=" + name + "]";

}

}

// CountryRepository interface

package com.cognizant.ormlearn.repository;

import org.springframework.data.jpa.repository.JpaRepository;

import org.springframework.stereotype.Repository;

import com.cognizant.ormlearn.model.Country;

@Repository

public interface CountryRepository extends JpaRepository<Country, String> {

}

// CountryService class

package com.cognizant.ormlearn.service;

import java.util.List;

import javax.transaction.Transactional;

import org.springframework.beans.factory.annotation.Autowired;

import org.springframework.stereotype.Service;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.repository.CountryRepository;

@Service

public class CountryService {

@Autowired

private CountryRepository countryRepository;

@Transactional

public List<Country> getAllCountries() {

return countryRepository.findAll();

}

}

// Main application and test method

package com.cognizant.ormlearn;

import java.util.List;

import org.slf4j.Logger;

import org.slf4j.LoggerFactory;

import org.springframework.boot.SpringApplication;

import org.springframework.boot.autoconfigure.SpringBootApplication;

import org.springframework.context.ApplicationContext;

import com.cognizant.ormlearn.model.Country;

import com.cognizant.ormlearn.service.CountryService;

@SpringBootApplication

public class OrmLearnApplication {

private static final Logger LOGGER = LoggerFactory.getLogger(OrmLearnApplication.class);

private static CountryService countryService;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(OrmLearnApplication.class, args);

LOGGER.info("Inside main");

countryService = context.getBean(CountryService.class);

testGetAllCountries();

}

private static void testGetAllCountries() {

LOGGER.info("Start");

List<Country> countries = countryService.getAllCountries();

LOGGER.debug("countries={}", countries);

LOGGER.info("End");

}

}

**Output:**

05-07-25 19:00:00.000 main INFO c.c.o.OrmLearnApplication main Inside main

05-07-25 19:00:00.100 main INFO c.c.o.OrmLearnApplication testGetAllCountries Start

05-07-25 19:00:00.150 main DEBUG c.c.o.OrmLearnApplication testGetAllCountries countries=[Country [code=IN, name=India], Country [code=US, name=United States of America]]

05-07-25 19:00:00.200 main INFO c.c.o.OrmLearnApplication testGetAllCountries End

**Hands on 2**

**Difference between JPA, Hibernate and Spring Data JPA**   
  
Java Persistence API (JPA)

* JSR 338 Specification for persisting, reading and managing data from Java objects
* Does not contain concrete implementation of the specification
* Hibernate is one of the implementation of JPA

Hibernate

* ORM Tool that implements JPA

Spring Data JPA

* Does not have JPA implementation, but reduces boiler plate code
* This is another level of abstraction over JPA implementation provider like Hibernate
* Manages transactions

**1.HIBERNATE**

public Integer addEmployee(Employee employee){

Session session = factory.openSession();

Transaction tx = null;

Integer employeeID = null;

try {

tx = session.beginTransaction();

employeeID = (Integer) session.save(employee);

tx.commit();

} catch (HibernateException e) {

if (tx != null) tx.rollback();

e.printStackTrace();

} finally {

session.close();

}

return employeeID;

}

**OUTPUT :**

Employee ID: 101
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AI-generated content may be incorrect.](data:image/png;base64,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)

**2. SPRING DATA JPA CODE**

@SpringBootApplication

public class DemoApplication {

@Autowired

private static EmployeeService employeeService;

public static void main(String[] args) {

ApplicationContext context = SpringApplication.run(DemoApplication.class, args);

employeeService = context.getBean(EmployeeService.class);

Employee emp = new Employee();

emp.setId(102);

emp.setName("Alice");

emp.setSalary(60000);

employeeService.addEmployee(emp);

System.out.println("Employee Added Successfully");

}

}

@Service

public class EmployeeService {

@Autowired

private EmployeeRepository employeeRepository;

@Transactional

public void addEmployee(Employee employee) {

employeeRepository.save(employee);

}

}

**OUTPUT:**

Employee Added Successfully
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